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Abstract. In this paper a method is proposed for agile digital platform proto-
type development based on organization-specific ontologies. The resulting pro-
totypes act as minimum viable product of the digital platform that is described 
by the ontologies. Our method combines the strengths of agile practices, to 
speed up the development process in a user-oriented manner, with the strengths 
of ontology-driven development, improving the software structure, single ter-
minology, and communication between stakeholders. The method is demon-
strated for the development of the android application ‘SafaRide’, a digital 
marketplace for safari ride sharing. 
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1 Introduction 

The platform economy refers to activities in business, culture and social interaction 
that are performed on or are intermediated by digital platforms [1]. These digital plat-
forms like Airbnb, eBay, Etsy, Ticketswap, Tinder, Dropbox and Uber intermediate in 
the interaction between their users. Digital platforms operating within the platform 
economy can be categorized by platform type [2] including multi-sided platform, 
digital marketplace, sharing platform, crowdfunding platform and on-demand plat-
form. These platform types share common functions, but also have substantial differ-
ences in functionalities offered and also differ in the type of business model that is 
supported.  

Software development and especially the development of web-based applications 
is a multidisciplinary and difficult task, time-consuming and highly sensitive to hu-
man interaction and team work [3, 4]. Due to the complexity in the platform economy 
domain, developing platform software that offers the right functionality for the in-
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tended digital platform is challenging. Nevertheless, this may be minimized using an 
efficient software development methodology [4]. Therefore, developers adopted agile 
approaches that offer fast feedback, are more client-focused, capitalize on continuous 
improvement, and build on cross-functional teams.  For agile prototype deployment, it 
is advised to launch a Minimum Viable Product [5], or in this case Minimum Viable 
Platform (MVP) [6], fast and efficient. An MVP is a product with enough features to 
validate the digital platform idea in an early stage of the development cycle. Existing 
SaaS tools for developing an MVP, like Sharetribe Go [7] which supports the devel-
opment of digital marketplaces and Ever Demand [8] which supports the development 
of on-demand platforms, have the advantage that a developer doesn’t need to start 
from scratch and the MVP can be developed in just a few hours. Unfortunately, these 
SAAS tools only focus on one specific digital platform type and do not consider the 
full diversity within the platform domain. Besides, they do not offer enough flexibility 
to develop a tailer-made MVP to the needs of the digital platform initiative. Further-
more, only a limited number of business model choices are configurable using these 
tools.  

A solution to improve the communication between digital platform initiators and 
software developers and thus fasten the development of a tailer-made and satisfying 
MVP could be by using an ‘organization-specific’ ontology, which is an ontology that 
describes a specific existing or intended digital platform [9]. In this paper we propose 
a method for ontology-driven MVP development in the digital platform domain. This 
method was constructed using the Design Science Research Method (DSRM) of 
Peffers et al. [10]. Our method uses the Digital Platform Ontology (DPO) [2, 11] and 
continues on the research of [12] who developed a method for ontology-driven user 
story development, and the work of [13–15] who developed a method for ontology-
driven (relational) database design. We demonstrate the proposed method with the 
development of an MVP running on Android called ‘SafaRide’ that intermediates in 
jeep ride sharing on a safari trip. SafaRide can be categorized as a digital marketplace, 
as it targets two different types of users and enables transactions between the user of 
both sides. This makes SafaRide a good case-study to show the advantages of ontolo-
gy-driven MVP development. In this paper, we propose and demonstrate a first ver-
sion of our method. In future research, we plan to apply and evaluate our method on a 
diverse set of digital platforms operating different business models. 

This paper will proceed as follows. In section 2 we briefly present the Digital Plat-
form Ontology (DPO), its use in developing organization-specific ontologies for digi-
tal platforms and briefly discuss the research process of how our method is construct-
ed. In section 3 we propose our method for ontology-driven MVP development. In 
section 4 we demonstrate our method on the development of the SafaRide MVP. In 
section 5 we discuss future work, and eventually we conclude in section 6. 

2 Previous Research 

In the platform domain there was till recently no existing domain ontology that could  
be reused and no clear framework to avoid developing an organization-specific ontol-
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ogy (i.e., specific to a particular digital platform)  from scratch [16]. This gap was 
filled by (1) the development of a domain ontology, the Digital Platform Ontology 
(DPO) which accommodates different digital platforms types [2] , (2) a Business 
Model (BM) extension to the DPO (i.e., Extended DPO) which makes it easier for 
developers to analyze the influence of business model decisions on the creation of the 
platform software [11] and (3) a method for developing an organization-specific on-
tology [9]. Such organization-specific ontology is the result of reusing and combining 
classes, relationships and constraints of the extended DPO to describe a specific in-
stance of a digital platform for platform software development purposes. Figure 1 
represents the organization-specific ontology for SafaRide which is the result of reus-
ing and combining classes, relationships and constraints of the extended DPO specific 
for the SafaRide business case.  

 
Fig. 1. Organization-specific Ontology of SafaRide 

The ontology of SafaRide shows that SafaRide intermediates between trip providers 
and trip customers for a one-time offline service (a free seat in a safari car). After 
registration, a logged-in user can create a listing specifying the departure time, park, 
type of car and offering price per seat. Afterwards, another user (called the target 
platform customer) can search through the listings created using the filters and initiate 
a booking creation becoming a trip customer. In case the provider accepts this book-
ing creation, the booking comes into existence capturing the booking price including a 



4 

commission fee. The booking price is transferred via an external provider, and the 
software allows a conversation via messages between the two users after the booking. 
After the delivery of the service both a review by the provider and by the customer 
towards each other are allowed.  

In this paper an additional step in this research project is taken by designing a 
method for the development of an MVP starting from the organization-specific ontol-
ogy for that platform. The main objectives of the proposed method are improving the 
shared understanding of the terminology and functionality during the development of 
an envisioned digital platform, decrease the perceived complexity of MVP develop-
ment, improve the quality of the requirements, and improve the flexibility during 
development. The proposed method combines our previous research with some exist-
ing methods that use ontologies in the context of agile software development [12–15]. 
The paper describes the research process of how this method was designed, gives an 
overview of the steps within the method and finally demonstrates the method with the 
development of the SafaRide MVP android application. 

3 A method for ontology-driven MVP development 

Our method developed following the DSRM of Peffers et al. [10] integrates the meth-
ods and guidelines of digital platform organization-specific ontology development by 
[9], ontology-driven user story development by [12], process modeling based on user 
stories by [17], and ontology-driven database design by [13–15], and adds UI proto-
typing and MV* software design as additional elements for MVP development. An 
overview of our method is given in figure 2 and includes four main steps: conceptual-
ization, analysis, MVP development and testing.  
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Fig. 2. Method for ontology-driven MVP development 

1. First, the developers and other platform stakeholders need to conceptualize the idea 
of what they want to accomplish. This conceptualization is done in three sub steps. 
a. The developers need to understand the domain, the goal(s) and the added value 

of the envisioned software [12]. For this, significant research efforts might be 
required just to harmonize the requirements, concepts and terminology [3]. If 
the project had a previous state, historical project data can be collected [12]. But 
when no historical data is available, it is possible to conduct brainstorm sessions 
with different stakeholders. 

b. This domain knowledge is required for the choice of the digital platform type(s) 
using the typology of [2], and business model of the desired digital platform us-
ing the business model taxonomy of [11]. The choice of platform type and busi-
ness model will influence the relevant ontology modules, and eventually shape 
the organization-specific ontology modules. 

c. Based on the digital platform type and business model, the developers can reuse 
and combine the DPO ontology modules that describe parts of the business 
model that the envisioned platform will deploy into an organization-specific on-
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tology as explained in section 2. This ontology now captures the user roles, re-
quired functionality and other domain knowledge of the desired digital platform.  

2. After, the developers need to analyze the organization-specific ontology and group 
the classes and relationships into user stories and a process model that further 
guides the MVP development process.  
a. User stories are a simple narrative illustrating of user goals that a software func-

tion will satisfy [18], and articulated in the form of ‘As a [role], I want [goal], so 
that [benefit]’. With [role] specifying a type of user, [goal] describing the (in-
ter)actions that the user wants the software to support, and [benefit] motivating 
the expected functionality from the user’s standpoint. Besides writing them in 
text, it is also possible to use an object-oriented language like OntoUML for us-
er stories writing [12]. The user stories of the envisioned MVP are already cap-
tured in the organization-specific ontology where a certain user role (in red) par-
ticipates in an event class (in yellow) to create a certain social construct or rela-
tor class (in green) between himself and another user or the platform organiza-
tion. Therefore, grouping a user role, the participating event and the created re-
lator within a separate model grasps the user story while keeping the object-
oriented presentation and ontological knowledge within the OntoUML model 
intact.  

b. The event classes (in yellow) in the organization-specific ontology can be reor-
dered in a separate process model following the guidelines of [17] to visualize 
the happy path or functionality of a single user through the envision MVP soft-
ware.  

3. Within the agile philosophy, it is recommended to develop the user stories in order 
of importance with the development of the database, back-end (server software) 
and front-end (UI) software in parallel [19]. Therefore, the MVP should be incre-
mentally developed during sprints of a selection of user stories in three non-
sequential steps, with the organization-specific ontology representing the envi-
sioned digital platform.  
a. Design a User Interface (UI) prototype (e.g., in MarvelApp or Figma). A proto-

type demonstrates the basic UI functionality of the platform idea before building 
the final version and is a fundamental part of the product design. It is possible to 
demonstrate the prototype to stakeholders as this helps in understanding user 
behavior [20]. Our experience learns that a prototype application screen or web 
component is required for each event class in the ontology as the prototype 
needs to capture the intended actions of the users. Eventually, the prototype 
should give a clear indication of the flow, the look and feel of the envisioned 
application. It is advised to do an intermediary validation of the UI prototype 
with potential users and other stakeholders before continuing. 

b. Ontology-driven database design is already described in a series of papers by 
Rybola and Pergl [13–15]. The database stores and retrieves user, listing, book-
ing and other information in a structural way and because of the object-oriented 
nature of OntoUML models the organization-specific ontology easily guides the 
relational database design. The database development is in parallel with the UI 
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prototype and MVP software to guarantee a complete integration of data, infor-
mation, user functionality and interface. 

c. An MVP both requires a backend connecting the application to the database to 
store and retrieve data, and a UI frontend to interact with the user. For web ap-
plications this is typically accomplished using a Model-View-Whatever (MV*) 
software design pattern [21] that makes code easier to maintain and test with 
better user experience. The term MV* represents a family of browser-based 
frameworks that provide support for achieving a separation of concerns in the 
application’s code base. The * in MV* can stand for Controller (MVC), View-
Model (MVVM) or Presenter (MVP) and can be designed by many popular 
frameworks for application development (Android using Kotlin, Angular using 
Typescript, WebObjects using Java, Django using Python, Rails using Ruby, 
.NET using C# and other languages, Flutter using Dart, React using JavaScript, 
Vue.js using JavaScript). More information on how the organization-specific 
ontology influences each component of the MV* software design pattern is giv-
en during the demonstration of our method in section 4.  

4. The last step tests the developed software and includes three non-sequential sub 
steps named verification, validation and evaluation [4].  
a. Verification is the demonstration of consistency, completeness, and correctness 

of the MVP. Therefore, we use UI tests, integration tests, unit tests and verify if 
the goal and benefit of each user story is fully integrated in our MVP software. 

b. Validation is the determination of the satisfaction of the MVP considering user 
needs and requirements. This can be accomplished by letting the users interact 
with the UI prototype and MVP software, to make sure the functionality and 
look and feel is sufficient to their needs.  

c. At last, the goal of the evaluation process is to access the quality, usability, and 
utility of the MVP from the point of view of those participated in knowledge 
acquisition phase. This is accomplished by demonstrating the organization-
specific ontology, process model, UI prototype and MVP towards the manage-
ment, financers and other non-user stakeholders. Their feedback will influence 
the next development iteration and can even adjust the digital platform type and 
business model of the desired MVP. 

Our method has an user-oriented, iterative character as we follow an agile way of 
development. Through the iterative development process the organization-specific 
ontology constantly evolves, as flexibility of requirements is a must for  agile soft-
ware development projects [18].  

4 Method demonstration: SafaRide 

The envisioned android application for SafaRide is meant for someone who rents a 
safari car and still has empty seats available, but also for travelers traveling with few 
and looking for an already booked car to share the ride. Both types of users can be 
considered as ‘peers’ or ‘prosumers’ setting SafaRide within the digital marketplace 
domain following the definition of [22]. On top of that, the application intermediates 
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in the rental of an under-utilized good (free car seats), also setting SafaRide within the 
sharing platform domain. The added value for these peers is lower costs and the social 
advantage of traveling together, creating a win-win situation. The idea of ride sharing 
during a safari trip is brand new, and no historical data concerning safari trips was 
available. Therefore, we conducted brainstorm sessions with all stakeholders (in our 
case the four developers of the application and one African travel expert) to align the 
idea behind SafaRide. The conceptualization step includes the development of the 
organization-specific ontology of SafaRide which is already discussed in section 2.  

4.1 Analysis 

We use the object-oriented user story method of [12] to capture role-event-relator 
patterns within the relationships and classes of our organization-specific ontology1. 
As an example, we discuss two user stories grouped within the organization-specific 
ontology of figure 1: user story 1 – Registration and user story 3 – Listing creation. In 
user story 1, a platform visitor can perform a registration action to become a regis-
tered user. Only a registered user can perform a login action that enables the creation 
of listings and bookings. In user story 3, a trip provider can create a listing and set a 
price per seat, car type, safari park, departure date and number of days within that 
listing to facilitate a customer finding it during a future listing search. 
The events within an OntoUML ontology can also be envisioned as a user activity 
process using a process model language (e.g., Business Process Model and Notation, 
BPMN). By placing the event classes (in yellow) within the organization-specific 
ontology in the right sequence after each other, the happy path from registration until 
review can be derived. Figure 3 gives part of the process model2 capturing the event 
classes within user story 1 and 3.  Because a logged-in user can choose the role she 
wants to play, an OR-gateway was needed to visualize the actions a user of each role 
can perform.  

 
Fig. 3. Part of the SafaRide user process model for registration and listing creation 

 
1 A complete overview of the user stories can be found on https://model-a-

platform.com/safaride-user-stories/. 
2 The complete BPMN model of SafaRide can be found on https://model-a-

platform.com/safaride-bpmn-model/ 
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4.2 MVP development 

We developed the UI prototype using the prototype software ‘MarvelApp’3. The UI 
prototype mainly visualizes the flow, look and feel of the envisioned SafaRide soft-
ware, but doesn’t capture the database design, user roles and functionality. For each 
user activity in figure 3, a prototype screen is designed.  

In parallel, we constructed a relational database using MySQL as this is still the 
most popular type of data storage [13]. We copy-pasted the organization-specific 
ontology into a separate database model and followed the one table per hierarchy 
approach [15], lifting all relationships and attributes of the child classes into their 
parent class. For SafaRide, the registered user, trip provider, target platform customer 
and trip customer attributes and relationships were captured into the parent class 
called ‘User’. After, we only keep the object classes (in red), relator classes (in green) 
or type classes (in purple) required for data collection and storage.  For SafaRide, this 
was the case for user, listing, car type, park, message, booking and review. We added 
the mode classes (in blue) as attributes in the related object or relator classes and add-
ed indirect relationships between classes through events (e.g., user has a one-to-many 
relationship with listing through the listing creation event). Finally, we converted the 
OntoUML model into simple Unified Modeling Language (UML) notation, adding 
primary and foreign keys to specify the relationships while keeping the multiplicity 
constraints intact. If required, extra tables need to be included to solve many-to-many 
relationships, and tables originated from type classes with only one attribute can be 
included as enumeration types, but this was not the case for the SafaRide model. The 
final database schema in UML used for the construction of the MySQL database of 
SafaRide is represented in figure 4.  

 
Fig. 4. SafaRide relational database schema in UML 

The main contribution of this paper is the improvement of both the back-end and 
front-end MVP development based on the organization-specific ontology. SafaRide4 
was developed for android5 using the Kotlin programming language with a Model-

 
3The UI prototype of SafaRide can be found on https://marvelapp.com/prototype/80ha0ha 
4 The latest version of the app can be found on http://model-a-platform.com/safaride-versions/ 
5 For a guide to android app architecture: 

https://developer.android.com/jetpack/guide#separation-of-concerns 
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View-ViewModel (MVVM) design pattern. An overview of the MVVM design pat-
tern and its components for user stories 1 and 3 of SafaRide is given in figure 5.  

First, the Model is the application's dynamic data structure, independent of the UI. 
It is connected to the database(s) and directly manages the data, logic, and rules of the 
application. For the SafaRide android application, only a local data source, the 
MySQL database is used. For each table in our database schema (figure 4), a data 
class and repository are created. The main purpose of a data class is to hold data, and 
no functions are created within the class body as the database fields are used as pa-
rameters in the primary constructor. A repository on the other hand provides a clean 
API for data access to the rest of the application, independent of the database system. 
It reverses the records in the database to objects within the android application.  

Next, the View is represented in a number of view components, and enables the 
user functionality of the software. Therefore, the event classes within the organiza-
tion-specific ontology capture the required view components of the intended software. 
The View in android includes fragments that represent a reusable portion of the app’s 
UI, and activities that are mainly used to construct a single screen of your application 
[23]. For the SafaRide Android application, the View includes a separate UI folder 
with an activity or fragment file (in Kotlin) and a layout file (in XML) for each event 
class in the organization-specific ontology.  

 

  
Fig. 5. SafaRide MVVM design pattern of user story 1 and 3 
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Finally, the ViewModel provides triggering events for changing the state of the Model 
and the View. This is captured in the relations between the object classes and the 
event classes within the organization-specific ontology. For the SafaRide Android 
application,  a ViewModel file (in Kotlin) is created within each UI folder and con-
nects the View to the right repositories.   
Clear terminology and naming conventions during the MVP development are im-
portant; therefore, it is advised to name all classes, variables, and parameters accord-
ing to the classes in the organization-specific ontology. Good variable names makes 
the code easier to understand and improves the development [25]. An overview of the 
conversions from the two user stories in figure 1 to SafaRide MVP software is given 
in table 1.  

Table 1. Conversions from organization-specific ontology to MVP software 

 
Of course, the organization-specific ontology doesn’t include all knowledge needed to 
develop the MVP. Nevertheless, it structures the more complex relationships between 
different concepts (listing, booking, user roles), improving the efficiency of the de-
velopment process. The MVP of SafaRide doesn’t yet include the commission, pay-
ment, booking conversation and review functionality, as these user stories were con-
sidered as less urgent and will be developed in future development cycles following 
our method.   

4.3 Testing 

During the development of the SafaRide MVP, we designed several UI tests, integra-
tion tests and unit tests to assure the quality of the MVP software and verified the 

Class MVP Software  
Platform Visitor, Regis-
tered User, Logged-in 
User, SafaRide Trip 
Provider 

Model: A User data class to define the user objects and a user 
repository to connect the application to the user table is created. 

Registration Action View: A registration XML file and registration activity is created 
ViewModel: A registration ViewModel file transfers the user data 
from the registration activity towards the registration repository 
 

Login Action View:  Login XML file and login activity is created 
ViewModel: A login ViewModel checks the username and pass-
word with the relevant fields of the database.  

Listing, Park, CarType Model: A Listing, Park and CarType data class and repository are 
created to define the objects and connect the application to the 
tables within the database 

Listing Creation, Set 
Price per Seat,  

View: ListingCreation XML file and listingCreation fragment is 
created.  
ViewModel: A listingCreation ViewModel transfers the listing 
data from the listingCreation fragment towards the listing, park and 
carType repository. This includes the offered price per seat of the 
listing.  
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completeness of the software with each user story. We also regularly validated the 
usability of the UI prototype and application with several potential users who are 
familiar with safari holidays, and evaluated the MVP by demonstrating the organiza-
tion-specific ontology, process model, UI prototype and MVP towards the African 
travel expert, and taking his feedback into account during the following development 
iteration. The SafaRide organization-specific ontology was modified after each sprint 
to keep the model in line with the (intended) software structure.   

5 Discussion and Future Work 

In this paper, we proposed a first version of our ontology-driven MVP development 
method demonstrated by the development of one MVP.  Besides being ontology-
driven, our method follows an agile approach focusses on the development of an 
MVP. Software development is known as a complex activity that is highly sensitive to 
human interaction and team work [3]. Therefore, an agile approach requires fast feed-
back, is user-focused with continues improvements and cross-functional teams. Our 
method only considers the happy path of the user process to launch an MVP as fast as 
possible, with regular validations by users and other stakeholders. However, an agile 
approach also has a considerable number of downsides. First of all, there is also a 
fragmented output as teams work on different user stories without a clearly described 
finite end of the project [26]. Another issue is that teams can work on different user 
stories with a widespread use of overlapping terminology and conflicting constraints 
for the components, user roles and functionality of the intended software [9]. On top 
of that, there is a limited amount of documentation as software companies rapidly 
develop prototypes without saving complete information or insights acquired in a 
structured semantic format [27]. Ontology-driven MVP development solves these 
issues as the organization-specific ontology clearly captures the user stories and their 
interconnectedness. It describes the boundaries of each user story, and what is re-
quired from the MVP before the project ends. It aligns the terminology, improving the 
communication between teams working on different user stories and helps in under-
standing how a certain user story fits within the complete project. Besides, the ontolo-
gy documents the MVP development in an easy, structural, and flexible manner. By 
regularly updating the requirements within our ontology throughout the development 
process, our method supports easy comprehension of the project’s nature and makes it 
easier for software reuse in future projects.  

In future research, we plan to validate and further improve our method by support-
ing the development of a diverse set of MVPs of different platform types operating a 
variety of business models. A test case will be set up with aspiring entrepreneurs who 
plan to develop an MVP of their platform idea originated from a self-constructed, 
DPO-based organization-specific ontology. During the development process, the ver-
sion and improvements of each iteration will be monitored using GitHub classrooms, 
to visualize and analyze the influence of ontology modifications on the eventual MVP 
software. In the end, the efficiency and perceived usefulness of our method will be 
quantified with a questionnaire towards the software developers. Both single develop-
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ers and teams are composed for the MVP development, to test the efficiency and 
communication improvements of our ontology-driven approach.  

6 Conclusion 

In this paper, we proposed a method for ontology-driven, Minimum Viable Platform 
(MVP) development, constructed using the Design Science Research Method 
(DSRM) of Peffers et al. [10]. An ontology is not only the collection of concepts, 
terms, constraints and relationships but also the formal, explicit, conceptual model of 
object ranges in a computational representation [3]. Our  method is ontology-driven, 
as it uses an organization-specific ontology [9] based on the Digital Platform Ontolo-
gy (DPO) written in OntoUML as a basis during the development process. A normal 
UML model only makes distinction between the data classes, while OntoUML mod-
els also capture the difference between objects events, social or financial benefit for 
each user. In the organization-specific ontology, objects and relators portray the re-
quired data structure, while events portray the required functionality of the intended 
software [9]. Therefore, the organization-specific ontology can be divided in user 
stories with each user story describing a user role, what the user of this role wants and 
how he benefits from that. The ontology captures the required functionality of these 
user stories and transformations between the organization-specific ontology and the 
code are used to construct the final software.  

A clear method for MVP development is important, because due to high costs and 
duration of the project [28], competitors with less diversification but a superior tech-
nology are still capable to monopolize a market [29]. Lowering the barrier of digital 
platform development is therefore vital, as many existing platforms have the tendency 
to apply a ‘winner-takes-all” strategy to create a monopoly. An essential element that 
creates incentives to enter and isolate the influence of competitors is increasing the 
differentiation of digital platforms. This way, network effects are mitigated, and di-
vide-and-conquer strategies are less effective, which reduces the monopolization 
problem at the same time [29].The proposed method helps to increase the knowledge 
of digital platform design, which triggers the conception of alternatives for monopo-
listic companies such as Airbnb and Uber, who are criticized for paying low wages, 
taking high commission fees, and avoiding taxes [30]. This may facilitate the devel-
opment of diverse, smaller, more alternative, and socially responsible platforms and 
thus contribute to the creation of a more socially responsible platform economy. 
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