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A B S T R A C T

Dodona () is an intelligent tutoring system for computer programming. It provides real-time data and feedback
to help students learn better and teachers teach better.

Dodona is free to use and has more than 61 thousand registered users across many educational and research
institutes, including 20 thousand new users in the last year. The source code of Dodona is available on GitHub
under the permissive MIT open-source license.

This paper presents Dodona and its design and look-and-feel. We highlight some of the features built into
Dodona that make it possible to shorten feedback loops, and discuss an example of how these features can be
used in practice. We also highlight some of the research opportunities that Dodona has opened up and present
some future developments.

ode metadata

Current code version 2023.08
Permanent link to code/repository used for this code version https://github.com/ElsevierSoftwareX/SOFTX-D-23-00106
Code Ocean compute capsule n/a
Legal Code License MIT
Code versioning system used git
Software code languages, tools, and services used Ruby 3.1 (Ruby-on-Rails 7.0), JavaScript, TypeScript
Compilation requirements, operating environments & dependencies Ruby 3.1, yarn 1.22, Unix-like (e.g. Ubuntu 22.04), Memcached 1.6.14, MySQL 8
If available Link to developer documentation/manual https://docs.dodona.be
Support email for questions dodona@ugent.be

. Motivation and significance

Learning how to solve problems with computer programs requires
ractice, and programming assignments are the main way in which
uch practice is generated [1]. Because of its potential to provide
eedback loops that are scalable and responsive enough for an active
earning environment, automated source code assessment has become

driving force in programming courses. This has resulted in a pro-
iferation of educational programming platforms [2–5]. Automated
ssessment was introduced into programming education in the early
960s [6] and allows students to receive immediate and personalized
eedback on each submitted solution without the need for human
ntervention. [7] identified the labor-intensive nature of assessing pro-
ramming assignments as the main reason why students are given few

∗ Correspondence to: Krijgslaan 281 S9, 9000 Ghent, Belgium.
E-mail address: dodona@ugent.be (Charlotte Van Petegem).

such assignments when ideally they should be given many more. While
almost all platforms support automated assessment of code submitted
by students, contemporary platforms usually offer additional features
such as gamification in the FPGE platform [8], integration of full-
fledged editors in iWeb-TD [9], exercise recommendations in PLearn
[10], automatic grading with JavAssess [11], assessment of test suites
using test coverage measures in Web-CAT [12] and automatic hint
generation in GradeIT [13].

This paper presents Dodona () as an online learning environment
that recognizes the importance of active learning and just-in-time feed-
back in courses involving programming assignments. After presenting
some of its key features for computer-assisted learning and teaching
(Section 2) and giving an example on how they can be used (Section 3),
vailable online 10 November 2023
352-7110/© 2023 The Author(s). Published by Elsevier B.V. This is an open access article under the CC BY license (http://creativecommons.org/licenses/by/4.0/).

ttps://doi.org/10.1016/j.softx.2023.101578
eceived 14 February 2023; Received in revised form 19 October 2023; Accepted 2 November 2023

https://www.elsevier.com/locate/softx
http://www.elsevier.com/locate/softx
https://github.com/ElsevierSoftwareX/SOFTX-D-23-00106
https://docs.dodona.be
mailto:dodona@ugent.be
mailto:dodona@ugent.be
https://doi.org/10.1016/j.softx.2023.101578
https://doi.org/10.1016/j.softx.2023.101578
http://crossmark.crossref.org/dialog/?doi=10.1016/j.softx.2023.101578&domain=pdf
http://creativecommons.org/licenses/by/4.0/


SoftwareX 24 (2023) 101578Charlotte Van Petegem et al.
Fig. 1. Main course page (administrator view) showing some series with deadlines, reading activities and programming assignments in its learning path. The red dot on top shows
that there are pending questions.

we discuss how Dodona succeeds in being a general tool for program-
ming education that has grown beyond the institution where it was
originally created, and how it has enabled EdTech research (Section 4).

2. Software description

Dodona is an intelligent tutoring system for computer programming
based on a generic infrastructure for automatic assessment. It uses
a distributed model for the development and publication of learning
materials. Dodona lowers the barriers to wider adoption of the tool
by following best practices for authentication, content management,
and assessment. In addition, we adopted a holistic view on computer-
assisted learning and teaching that spans all aspects of managing
courses, including learning analytics and educational data mining. Each
of these features is described in more detail below. A full explanation
of all features can be found in Section 1 of the supplementary material.

2.1. Classroom management

In Dodona, a course is where teachers and instructors effectively
manage a learning environment. A course can be thought of as a
learning path consisting of course units called series, each containing a
sequence of learning activities (Fig. 1). Among the learning activities
we distinguish between reading activities, which can be marked as
read, and programming assignments with support for automated
assessment of submitted solutions. Teachers can make content in the
course invisible/inaccessible to students. This can be used, for example,
when assignments are being prepared for an assessment.

Students can self-register for courses to avoid unnecessary user
management. However, teachers can restrict which students can regis-
ter and whether registrations need to be approved before students can
access the course. Teachers can also add labels to students to manage
subgroups, which can play a role in learning analytics and reporting.

2.2. Student submissions

Reading activities can be marked as read only once, but there
is no limit to the number of solutions students can submit to pro-
gramming assignments. Series can have a deadline which does not
prevent students from submitting solutions, but learning analytics and
other reports/exports will usually only take into account submissions
before the deadline. Submitted solutions are automatically assessed and
feedback is displayed as soon as it is ready. In addition to automated
assessment, student submissions can be further assessed and graded
manually.

As all submissions are stored along with their metadata, we use this
data to show reports and learning analytics on the course page [14].
The data can also be exported to support teachers wanting to do their
own analysis on the data [15,16].

2.3. Trusted identities

To ensure that teachers can trust the identities of their students,
which is particularly important for assessments, Dodona uses decen-
tralized authentication. It does this by delegating authentication to ex-
ternal identity providers via SAML [17], OAuth 2 [18,19] and OpenID
Connect [20].

2.4. Automated assessment

There is a wide variety of approaches to software testing (static
/dynamic, black-box/white-box). In addition, there are many criteria
against which students’ source code can be validated (e.g. functional
correctness, speed, memory usage, security, readability). To cope with
this diversity, Dodona uses a generic infrastructure for automated as-
sessment, consisting of three loosely coupled components: a container,
a judge, and an assignment-specific assessment configuration.
2



SoftwareX 24 (2023) 101578Charlotte Van Petegem et al.
Fig. 2. Dodona rendering of feedback generated by the judge that assessed a submission of the Python programming assignment ‘‘Curling’’. The judge split its feedback across
three tabs, one for each function that needs to be implemented for this assignment: isinside, isvalid and score. All tests under the isinside and isvalid tabs passed,
but 48 tests under the score tab failed as can be seen immediately from the badge in the tab header. Dodona also added a fourth tab ‘‘Code’’ that displays the source code of the
submission with annotations added during automatic and/or manual assessment.

A Docker container [21] is used for proper virtualization. It defines
the runtime environment in which all data and executables are pro-
vided. Before starting an assessment, the container is extended with
the submission, judge, and assessment configuration and its resources.

The actual assessment is performed by a judge [22] which can be
used to assess submissions for multiple assignments. The judge uses
the assignment configuration to know how to test the submission.
Rather than providing a fixed set of judges, Dodona uses a minimalistic
interface that allows third parties to create new judges.1 A judge reads
the assessment configuration and generates the feedback using a JSON
schema.2 What the assessment configuration should look like is defined
by the judge.

Dodona takes responsibility for rendering the feedback (Fig. 2). This
frees judge developers from the effort of rendering the feedback. It also
gives a consistent look and feel to students solving programming as-
signments, even if their submissions were assessed by different judges.

2.5. Questions, answers, and manual assessment

Dodona allows students to ask teachers questions directly about
their submitted code, either on a specific line or as a general question
about the submission. Teachers are notified when there are pending

1 https://docs.dodona.be/en/guides/creating-a-judge/
2 https://github.com/dodona-edu/dodona/tree/develop/public/schemas

questions (see the red dot on top of Fig. 1), which they can manage
from a dashboard. Teachers can reply directly to students’ annotations.
Teachers can also add these annotations without there first being a
question. This functionality is used as a building block for manual
assessment.

Teachers can create an evaluation to manually grade submissions
in a series. The evaluation aggregates the submissions that need to be
assessed and allows teachers to navigate through them systematically.
A scoring rubric can also be added per exercise. While marking, asses-
sors can leave feedback in the same way that they annotate student
code (Fig. 3). When reviewing a student’s submission, assessors have
direct access to the feedback that was previously generated during
automated assessment. Manual feedback and grades are shared with
the students at the touch of a button. Grades can also be exported.

2.6. Reliability and robustness

To ensure that the system is robust to sudden increases in workload
and when serving hundreds of concurrent users, Dodona has a multi-
tier service architecture that delegates different parts of the application
to different servers running Ubuntu 22.04 LTS. More specifically, the
web server, database (MySQL 8), caching system (Memcached 1.6.14)
and Python Tutor each run on their own machine. In addition, a
scalable pool of interchangeable worker servers are available to au-
tomatically assess incoming student submissions. The web server is
the only public-facing part of Dodona, running a Ruby on Rails web
application (Ruby 3.1, Rails 7.0) that is available on GitHub under the
permissive MIT open-source license.
3

https://docs.dodona.be/en/guides/creating-a-judge/
https://github.com/dodona-edu/dodona/tree/develop/public/schemas


SoftwareX 24 (2023) 101578Charlotte Van Petegem et al.
Fig. 3. Manual assessment of a submission: a teacher gave feedback on the code by adding inline annotations and is grading the submission by filling up the scoring rubric.

Dodona needs to operate in a challenging environment where stu-
dents simultaneously submit untrusted code to be executed on its
servers (‘‘remote code execution by design’’) and expect automatically
generated feedback, ideally within a few seconds. Many design deci-
sions are therefore aimed at maintaining and improving the reliability
and security of its systems.

3. Illustrative example

Dodona was originally created to support our own introductory
programming course. This course has 10 series of programming assign-
ments, divided into topics. There are also two midterms during the
semester and an exam at the end of the semester. Hidden series are
used for these midterms and exams. They are graded using Dodona’s
built-in grading functionality, which allows feedback to be given to the
students with minimal overhead. Several features in Dodona have been
implemented to meet the needs of this course. A full case study of how
we use Dodona to run this course can be found in Section 2 of the
supplementary material.

4. Use and impact

Dodona’s design decisions have allowed it to spread to more than
1000 schools, colleges and universities, mainly in Flanders (Belgium)
and the Netherlands. The renewed interest in embedding computational
thinking in formal education has undoubtedly been an important stim-
ulus for such a wide uptake [23]. All other educational institutions use
the version of Dodona hosted at Ghent University, which is free to use
for educational purposes.

Dodona currently hosts a collection of 15 thousand learning activ-
ities that are freely available to all teachers, allowing them to create
their own learning paths tailored to their teaching practice. In total, 61
thousand students have submitted more than 15 million solutions to
Dodona in the seven years that it has been running (Fig. 4).

A qualitative user experience study of Dodona was performed in
2018. 271 higher education students responded to a questionnaire that
contained the following three questions: 1. What are the things you
value while working with Dodona? 2. What are the things that bother
you while working with Dodona? 3. What are your suggestions for
improvements to Dodona? Students praised its user-friendliness, beau-
tiful interface, immediate feedback with visualized differences between
expected and generated output, integration of the Python Tutor, linting
feedback and large number of test cases. Negative points were related
to differences between the students’ local execution environments and
the environment in which Dodona runs the tests, and the strictness
with which the tests are evaluated. Other negative feedback was mostly
related to individual courses the students were taking instead of the
platform itself.

4.1. Research possibilities

The large amount of educational data generated by Dodona opens
up new research opportunities to better understand students’ behavior,
progress and knowledge. This in turn can lead to better informed
decisions about courses and their pedagogy, and to identify students at
risk. To perform such investigations, researchers can either export data
from their courses or set up their own Dodona instance. Rich metadata
is available, allowing for a broad spectrum of research opportunities.
4
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Fig. 4. Overview of the number of submitted solutions and active users by academic year. Users were active when they submitted at least one solution for a programming
assignment during the academic year.

This includes pass/fail prediction [24], plagiarism detection [25], rec-
ommendations of manual feedback, exercise recommendations [10],
and user knowledge modeling [26,27].

Due to the open-source nature of Dodona, the platform itself can
also serve as a base for further development, such as advanced learning
analytics [28], generic educational software testing frameworks [29],
automatic hint generation [30], static analysis of code modifications
made by students [31], and integration of external tools.

5. Conclusions

Nicol and Macfarlane-Dick’s model of formative assessment and
their seven principles of good practice feedback [32] fit very well with
how Dodona facilitates students’ self-directed learning as they practice
their programming skills, and how it provides teachers with informa-
tion that helps to shape their teaching. For students, active learning
promises to reinforce learning by creating shorter feedback loops that
help them make adjustments early on in the learning process. However,
scaling up the provision of feedback throughout the entire learning
process might become a real bottleneck for teachers and instructors.

Dodona therefore aims to free up valuable teacher time to maintain
a collaborative and responsive dialogue with students based on high-
quality and timely feedback. However, while it may be the ultimate
ideal for some, current educational technology does not yet allow the
entire feedback loop to be fully automated. Supporting the human
aspect of learning and teaching is therefore an important focus in
the design of the Dodona user experience. Students can track and
fix potential errors in their code with a built-in graphical debugger,
ask online questions directly about their submitted solutions with the
integrated Q&A module, and monitor their own progress with learning
analytics dashboards. Teachers can customize learning paths with their
own learning materials and interactive assignments, share materials
with their colleagues, monitor student progress (individually or in
groups) using learning analytics dashboards, organize high-stakes tests
and exams with automated feedback, assess students with rich feedback
using a grading module with support for code reviews, and detect
and prevent plagiarism with dedicated and interactive tools. Pushing
the boundaries of Dodona as a virtual co-teacher that progressively
becomes smarter at supporting or automating pedagogical tasks is an
active area of our research.
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